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#### Abstract

In this paper we discuss the deterministic Brelaz's DSATUR algorithm for graph coloring. We propose a simple modification that improves the performance of the algorithm. This modification consists of assigning the color that saturates the least number of uncolored vertices, to the selected vertex. Thus, we obtain valid k -colorings better than those obtained with DSATUR without modification. We show also that the DSATUR algorithm is optimal, for a given example, and for the bipartite graphs.
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## Introduction

The graph coloring problem consists of coloring the vertices of a graph using the fewest number of colors in such a way that no two adjacent vertices are assigned the same color. This problem has a variety of applications involving scheduling and time-tabling, frequency assignments, computer register allocation, printed circuit board testing and pattem matching. Finding the fewest colors of a given graph is a typical combinatorial NP-complete problem (Garey and Johnson, (1979) and Marshall Hall, (1986)). Numerous deterministic and stochastic techniques that investigate the colorability of graphs have been published (See Johnson, (1974); Culberson, (1993) \& (1995); Prestwich, (1998) \& (2001); Karger, et al. (1998); Hertz and de Werra, 1987; Chams, et al. 1987; Joslin and Clements, 1999; Christofides, 1971;

[^0]Wilf, 1984; Skiena, 1990; Jaam, 1995 \& 1995 and Jaam, et al. 1995). The best known deterministic algorithms to color a graph require in the worst case an amount of time exponentially growing with the size of the graph instance. Brelaz's DSATUR algorithm (Brelaz, 1979), however, is still a good and efficient algorithm to color successfully the vertices of a graph. It is also considered as a standard to compare the efficiency of new graph coloring algorithms (Culberson, et al., (1995); Culberson, (1993) and Prestwich, (1998) \& (2001)).

In this paper, we discuss the Brelaz's DSATUR algorithm for graph coloring. We enhance it by a simple heuristic called the least saturated vertexfirst, which improves the performance of the algorithm. This modification consists of investigating all the coloring possibilities before assigning a color to the candidate vertex. It then selects the color that saturates the least number of uncolored vertices, and leads to valid colorings better than those obtained by DSATUR algorithm without modification.The paper is structured as follows. In Section 1, we give some necessary definitions and terminology of graphs. In Section 2, we present the DSATUR algorithm and we apply it on a simple graph of 9 vertices, while in Section 3, we show how the performance of DSATUR can be
increased by adding the least saturated vertex-first heuristic. In Section 4, we show that the DSATUR algorithm can be used to check if a given graph is bipartite or not, and finally, in Section 5 we conclude the paper.

## 1- Preliminaries

A graph $G=(V, E)$ consists of a set of points $V$ $(G)$ called vertices that are connected together by lines called edges. An edge connects exactly two vertices. The set of edges is denoted by $E(G)$. Two vertices are said to be adjacent if and only if they are connected by an edge. The degree of a vertex $\nu$, denoted by $\operatorname{deg}(\nu)$, is the number of edges connected to that vertex. A clique of a graph is a set $V^{\prime} \subset V(G)$ of mutually adjacent vertices. A maximum clique is a clique whose number of vertices is at least as large as that for any other clique in the graph. The graph coloring problem is the assignment of colors to vertices so that no two adjacent vertices have the same color. A valid $k$-coloring of a graph $G$ is an assignment $C: V \rightarrow\{1, \ldots, k\}$ such that if $C\left(v_{i}\right)=$ $C\left(v_{j}\right)$ then $\left\{v_{i}, v_{j}\right\} \notin E(G)$. The set $\{1, \ldots, k\}$ represents the set of colors. A graph can be colored using different numbers of colors according to the problem being solved and the problem constraints. The least number of colors used in a graph coloring problem is called the chromatic number and denoted by $X(G)$. Thus a valid $k$-coloring is optimal if $k=$ $X(G)$. Finding the chromatic number of a graph $X(G)$ is known to be an NP-complete problem (Garey and Johnson, 1979 and Marshall Hall, 1986), and there is not likely to be an efficient polynomial algorithm that can guarantee finding the chromatic number $X(G)$ for all graphs. However, practically, we relax the problem and attempt to obtain valid $k$ colorings, where $k$ is an approximation of $X$. Such colorings are called approximate colorings. Note that the size of the maximum clique of a graph is a lower bound on the number of colors needed to color the graph.

## 2- The DSATUR Algorithm

Brelaz's DSATUR algorithm (Brelaz, 1979) is a good and efficient algorithm to generate valid approximate k-colorings for graphs. It is considered as a reference to compare the efficiency of new graph coloring algorithms (Culberson, et al. 1995; Culberson, 1993 and Prestwich, 1998 \& 2001). This sequential algorithm is based mainly on two different heuristics: the maximal saturated vertex-
first and the maximal degree vertex-next. The first heuristic consists of coloring the most saturated vertex first, and if there are many vertices of the same maximal degree of saturations the algorithm makes use of the second heuristic which consists of coloring the first vertex of maximal degree as suggested in Matula and Beck (1983). A vertex $v$ is said to be saturated by a given color $c$, if it is adjacent to a vertex of color $c$. The degree of saturation of the vertex $v$, denoted by $\operatorname{DSAT}(v)$, is the number of different colors assigned to its adjacent vertices. The DSATUR algorithm can be sketched as follows.

Step 1: Let $V$ be the set of vertices $V=\left\{v_{l}, \ldots v_{n}\right\}$, and associate with each vertex $\nu_{i}$ of $V$ a set of possible colors, ColorInterval $\left(v_{i}\right)=\{1,2, \ldots, n\}$, a set of saturated colors SatureSet $\left(v_{1}\right)=\varnothing$ with a degree of saturation for each vertex, $\operatorname{DSA} T\left(v_{i}\right)=\left|\operatorname{SatureSet}\left(v_{i}\right)\right|$

Step 2: Let SDSAT be the set of all non-colored vertices of the same maximal $D S A T$.
If $|S D S A T|>1$ Then select the first vertex $v_{i}$ of SDSAT of maximal degree.
Else select the sole vertex $v_{i}$ of $S D S A T$.

Step 3: Assign to $v_{i}$ the first color c from its interval $\operatorname{ColorInterval}\left(v_{i}\right)$, and let $\mathrm{V}=\mathrm{V} \backslash\left\{\nu_{i}\right\}$.

For all $u$ such that $\left\{u, v_{i}\right\} \in E(G)$ Do
Begin
$\operatorname{deg}(u)=\operatorname{deg}(u)-1$
If ( $\mathrm{c} \notin \operatorname{SatureSet}(u)$ ) Then
Begin
SatureSet $(u)=\operatorname{SatureSet}(u) \cup\{c\}$
$\operatorname{DSAT}(u)=\left|\operatorname{SatureSet}\left(v_{i}\right)\right|$
End
End

Step 4: If $V=\varnothing$ Then STOP (a valid $k$-coloring is found). Otherwise go to Step 2.

### 2.1 Application of DSATUR

In this section, we apply the DSATUR algorithm on the simple graph $G$ of 9 vertices
$v_{1}, v_{2}, \ldots, v_{9}$, given in Figure 1. In the beginning all the vertices are of degree of saturations
$\operatorname{DSA} T\left(v_{i}\right)_{i=1}, \ldots, 9$ equal to 0 .


Figure 1: A simple graph of 9 vertices.
The algorithm starts first to color the vertex $\nu_{3}$ of maximal degree equal to 5 by the color $c_{l}$ as all the vertices are not yet saturated. The adjacent vertices to $v_{3}$ are $v_{2}, v_{5}, v_{6}, v_{7}, v_{9}$, they will be saturated by the color $c_{1}$. The second vertex to color is $v_{2}$, which is of maximal degree 3 (as all the current saturated vertices are of the same maximal degree of saturation DSAT =1) It will have the color $c_{2}$, and its adjacent vertices, $v_{s}, v_{6}, v_{9}$, will be saturated by the color $c_{2}$. The third vertex of DSAT maximal and degree maximal is $v_{6}$ (with $\operatorname{DSAT}\left(v_{6}\right)=2$ and $\operatorname{deg}\left(v_{6}\right)$ $=2$ ). We assign to it the color $c_{3}$, and its adjacent vertices $\nu_{4}$ and $\nu_{8}$, will be saturated by the color $c_{3}$. We don't need at this stage to add an extra color as we don't have non-colored vertices which are adjacent to all colored vertices $v_{2}, v_{4}$ and $v_{6}$. Of the remaining non-colored vertices, we have $v_{9}$ of maximal DSAT and maximal degree (with DSAT $v_{g}$ ) $=2$ and $\operatorname{deg}\left(v_{9}\right)=2$ ), it will have the color $c_{3}$, and its adjacent vertex $v_{1}$ will be saturated by $c_{3}$ (the vertex $v_{8}$ is already saturated by $c_{3}$ ). The sole non-colored vertex of DSAT maximal is $v_{5}$ (with $D S A T\left(v_{5}\right)=2$ ). It will be also assigned the color $c_{3}$. Note that $v_{5}$ has no adjacent vertices in the induced sub-graph of non-colored vertices. The next candidate vertex to color is $v_{7}$ of maximal degree 3 (as all the noncolored vertices, $v_{1}, v_{4}$ and $v_{8}$ are all of the same maximal DSAT equals to 1 ). It will have the first possible color $c_{2}$. Its adjacent vertices $v_{p}, v_{4}$, and $v_{8}$,
will be saturated by the color $c_{2}$. The only possible color that we can assign to $v_{8}$ of maximal degree 2 , is $c_{p}$; consequently, its adjacent vertices $v_{i}$ and $v_{4}$ will be saturated by $c_{f}$, and they should be colored by a new color $c_{d}$, as they are all saturated by the colors $c_{1}, c_{2}$, and $c_{3}$. The order of saturation of the vertices is as follows: $v_{3}, v_{2}, v_{6}, v_{9}, v_{5}, v_{7}, v_{8}, v_{7}, v_{4}$ and the valid approximate 4 -coloring for the graph $G$ is the following: $\left\{\left(v_{3}, v_{8}\right),\left(v_{2}, v_{7}\right),\left(v_{s}, v_{6}, v_{9}\right),\left(v_{l}, v_{4}\right\}\right.$.

Note that the DSATUR algorithm starts first to color the vertices of the maximum clique presents in the graph. In fact, after coloring the first vertex, DSATUR colors, with a new color, a vertex adjacent to it, then searches a vertex adjacent to both colored vertices and assigns to it a new color, and so on. It is clear that the number of used colors $k$ will be greater than or equal to the size of the maximum clique MaxSize ${ }_{c}$ of the graph. Thus, if the algorithm generates a valid $k$-coloring with $k$ equal to MaxSizec, then this $k$-coloring is optimal, and we have $k=X(G)$.

## 3- Modified DSATUR Algorithm

In this section, we show how the least saturated vertex-first heuristic can improve dramatically the efficiency of the DSATUR algorithm. This modification consists of coloring the selected vertex with the color that saturates the least number of noncolored vertices whenever possible. For example, if we have to color a vertex $v_{i}$ with $c_{1}$ and $c_{2}$ (with $c_{1}<$ $c_{2}$, and there is a non-colored vertex $v_{k}$ already saturated by $c_{1}$ and not yet by $c_{2}$, and the color of $v_{i}$ will affect $v_{k}$, we should color $v_{i}$ with $c_{2}$ and not with $c_{l}$ even if $c_{I}$ is lower than $c_{2}$. This choice will relax the vertex $v_{k}$ and avoid its being saturated by both colors $c_{1}$ and $c_{2}$. We then adjust the Step 4 of the DSATUR algorithm taking into consideration the least saturated vertex-first heuristic.

## Step 4:

If $v_{i}$ is saturated by all used colors or $v_{i}$ is the first vertex to color Then
assign to it the first color $c$ from its interval ColorInterval( $v_{i}$ ).

Else color $v_{i}$ with the color $c$ that saturates the least number of non-colored vertices.

## 3.1-Application of DSATUR with Modification

As we have seen in the previous section, the DSATUR algorithm selects a candidate vertex $v$ to color based first on its saturation degree $\operatorname{DSAT}(v)$ and on its adjacency degree "deg(v)" second. It then assigns to this vertex $v$ the first possible color c from its set of colors ColorInterval(v) (i.e., the minimum possible value) regardless of the effect of this choice on the other non-colored vertices not yet saturated by the color $c$. In other words, the algorithm doesn't investigate all the possibilities to color the selected vertex $v$. Some selected vertices, however, may be colored with more than one possible color as, for example, the vertex $v_{7}$ of the graph of Figure 1 , which could be colored with the colors $c_{2}$ and $c_{3}$. The DSATUR algorithm has blindly assigned to $v_{7}$ the first color $c_{2}$ (as $c_{2}$ is lower than $c_{3}$ ), and has totally ignored the color $c_{3}$. However, coloring $v_{7}$ with $c_{3}$ leads to a valid 3 -coloring instead of a valid 4 -coloring generated previously by DSATUR. In fact, assigning $c_{3}$ to $v_{7}$, relaxes its adjacent vertices $v_{1}, v_{4}$, and $v_{8}$, which are already saturated by $c_{3}$ and not yet saturated by $c_{2}$. The least saturated vertexfirst heuristic enforces DSATUR to color $v_{7}$ with $c_{3}$ and not with $c_{2}$. As concerning the previously colored vertices $v_{3}, v_{2}, v_{6}, v_{9}, v_{5}$, the algorithm had only one possibility to color them, so the least saturated vertex-first heuristic cannot be used at this stage. The next vertex to color which is of maximal DSAT and maximal degree is $v_{8}$.

It can be colored with either $c_{1}$ or $c_{2}$. As the noncolored vertices $v_{l}$ and $v_{4}$ are not yet saturated by $c_{1}$ and $c_{2}$, we can assign to $v_{8}$, either the color $c_{1}$ and both $v_{1}$ and $v_{4}$ will have the color $c_{2}$, or the color $c_{2}$ and both $v_{1}$ and $v_{4}$ will have the color $c_{l}$. Thus a valid 3 -coloring is generated for the same graph, which is the following: $\left\{\left(v_{3}, v_{8}\right),\left(v_{l}, v_{2}, v_{4}\right),\left(v_{5}, v_{6}\right.\right.$, $\left.\left.v_{7}, v_{9}\right)\right\}$. In addition, this 3 -coloring is also optimal for this graph as it has a maximum clique of size 3 .

## 4-DSATUR for Bipartite Graphs

In this section we show that the DSATUR algorithm can be used efficiently to check if a given graph is bipartite or not.

## Definition 1

A graph $G=(V, E)$ is called bipartite if its set of vertices $V(G)$ can be partitioned into two disjoint non-empty and independent sets $V_{1}(G)$ and $V_{2}(G)$ such that an edge of $E(G)$ connects only a vertex of $V_{1}(G)$ with a vertex of $V_{2}(G)$.

## Definition 2

A graph is called a cycle of length $n$, and denoted by $C_{n}$ (with $n>2$ ), if it has $n$ vertices $v_{p}, v_{2}, \ldots, v_{n^{\prime}}$ and $n$ edges $\left\{v_{l}, v_{2}\right\},\left\{v_{2}, v_{3}\right\}, \ldots,\left\{v n_{-}, v_{n}\right\},\left\{v_{n}, v_{1}\right\}$.

## Proposition 1

A graph is not bipartite if DSATUR algorithm colors it with more than two colors.

Proof: The DSATUR algorithm assigns to a vertex $v$ a new color if $v$ is adjacent to a colored vertex (except for the first vertex), and as we have seen, DSATUR searches to color first the clique of maximal size. Thus, if DSATUR generates a valid $k$-coloring (with $k>2$ ), this means the graph contains a cycle $\mathrm{C}_{\mathrm{n}}$ of odd length (with $n=(m \bmod 2)+1$ and $m>3$ ). Thus, the graph is not bipartite, as any odd length cycle is not bipartite.

## Conclusion

We have improved the performance of Brelaz's DSATUR algorithm for graph coloring by adding to it a simple heuristic called the least saturated vertexfirst. This heuristic consists of investigating all the possible colorings, whenever possible, and assigns then to the selected vertex the color that saturates the least number of non-colored vertices. Thus, DSATUR with this heuristic can generate valid k colorings better than those generated without the heuristic, as shown in the paper. In addition, this heuristic is not expensive as the complexity of the algorithm is still $O\left(n^{2}\right)$. We have also shown that the DSATUR algorithm can be used to check if a graph is bipartite or not.
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